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Abstract

The nature of software development is very dynamic and more complex by the perspective of reengineering or further program maintenances so the developed programs must be flexible, reusable and more scalable and which will be possible by the optimum quality parameters satisfaction. Having these issues in concern the software development houses trying to find out some established, usable methods to improve the quality of programs, the work presented in this paper is to identify, describe and analyze various parameters for quality which can affect the productivity and reusability of the software program and its future maintenance in form of reengineering. The work presented also analyzes the literature, previous research with different aspects and issues, and discussed its affects on present quality of the program because it is necessary to consider the potential impact on other requirements when designing a program to meet quality parameters requirements. Quality parameters are the overall factors that affect run-time behavior, system design, and user experience because many of these parameters are major concern to the program design and architecture, and also applied to establish program functionality, reusability, performance, reliability, and security which indicates the success of the design and the overall quality of the program and its application, integration.
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1. Introduction

The rise in demand for efficient systems has increased greatly in last few years, but there has been also criticism about the quality of the software systems being currently used. As the expectations for quality have raised, it is insufficient to deliver the software product which is technically sound but does not meet the end users expectations i.e. easy to use and it should fit best in the work practices and activities of the end-user. Assessing and controlling software quality is very difficult and one cannot hold it or touch it, yet its behavior has an impact on our day to day’s life. Today, everyone is stakeholders in the drive to improve the quality of the software that they work with, yet very few people are able to explicate precisely how they define measures to discriminate between “poor” quality and “high” quality software. The key mindset is to remember that a software product is developed to provide a range of services for a user group, in order to help them achieve certain needs or goals. Thus, it should be made clear that for any software project one should precisely know what those needs or goals are. These are the key drivers behind the identification of not just the functional requirements, but also the quality requirements.

All are aware of the problems encountered during the development of software systems, sometimes the cost of developing a software overruns the estimated cost or the software systems delivery is delayed or the delivered system do not work adequately. Software as such is of greatest concern for the stake holders because of its cost and the critical functions it performs (Kosy,1974). For this reason considerable emphasis is given to the software quality by the research community. Producing high quality software is prerequisite for all the systems which require high reliability and error free operations. For example air force, DoD, Industries etc.

A major problem while dealing with the software is that there are no quantitative measures of the quality of a software product. One problem while dealing with quality aspect of the software is the absence of widely accepted definition of software quality which leads to confusion while specifying the quality aims of software system. Another problem which hinders developing high quality software is the time of delivery of software systems, operation and maintenance phase of the software; one can determine how far the software system meets the expectations of the user and at that stage if modifications or enhancements required in the software system it becomes very expensive.

Since the software testing indicates only expected error frequency, while verification corresponds to the functional requirements of the software system, so, a new process is needed to measure quality of the software
system. This process should indicate which software characteristics relates to which quality attribute such as reliability, functionality, flexibility, usability, efficiency, reusability, integrity etc.

The lifecycle for program development is complex and is of many stages, output of the previous stage acts as an input to the next stage and every intermediate deliverable has certain quality parameters that affect the quality of end program. If each stage of development cycle meets the requirements of the next stage the end program thus developed will meet the specified requirements of the end-user so for better reengineering and developer satisfaction the requirements for these quality parameters are also to be considered along with functionality of the programs in the planning, design, implementation and testing process.

2. Literature Review

In the last five decades lots of quality models for software engineering are proposed as in late 70’s, two main models were proposed, in 1977, McCall et al. proposed a model called McCall’s Software Quality Model, and it is also called Classical Quality Model this McCall’s Quality Model was adapted and revised as the MQ Model by Watts in 1987. In year in 1978, Boehm et al. proposed a model using McCall’s quality model, called Boehm’s Software Quality Model, while in late 80’s, three quality Models (in 1987, Evans & Marciniak’s Quality Model and FURPS Quality Model and next year 1988, Deutsch & Will’s Quality Model) were proposed. Roger Pressman (2001), groups at HP have agreed on an acronym, FURPS, abbreviated from their perspective: functionality, usability, reliability, performance and supportability, but in recent years, FURPS has become FLURPS+ by some teams at HP, adding localization and another catchall category (the +). McCall, Richards and Walters suggested 11 different elements, in 2003, Karl Wiegers suggested 12, RADC(1991) had 13. Experimentally Wiegers has added 2 more to his list, and currently uses 14 as two additional elements are installability and safety.

Makoid et. al.,(1985), suggested that different definitions of usability may include different parameters such as user’s satisfaction or type of errors. Butler (1985), suggested that a system is considered usable if the users can complete a given task within a predetermined amount of time. Reed (1986), defines usability as the ease with which a system can be learned and used.

In same year, Shackel (1986), presented an operational definition of usability that allows a system to be evaluated throughout the development life cycle. He presented one of the most widely used definitions of usability. He suggests that a system is usable to the extent that it is effective, learnable, flexible and subjectively pleasing.

In 1991, ISO 9126 contains 21 attributes, arranged in six areas: functionality, reliability, usability, efficiency, maintainability, and portability, from which usability attracted the attention of most researchers. In year 1992, IEEE defined usability as it is an easiness for user to learn, to operate, prepares inputs, and interprets outputs of a system or components, Nielsen (1993), defines usability as it is having least aspects of learning, competence, able to memorize, error recovery.

Because till 90’s lot of quality models were proposed which lead more confusion among software practitioners which model to follow actually? Therefore, Int. Org. of Standardization/Int. Electro-technical Commission (ISO/IEC) started promote new development to standardize new quality models considering the entire repository of various quality models proposed so far. In 1991, ISO/IEC proposed ISO/IEC Quality Model latterly renamed as ISO/IEC 9126 Quality Model since ISO 9126 was part of the ISO 9000 standard. Later on in 1995, R.G. Dromey (1995) proposed a quality model adding one characteristic into ISO/IEC 9126 Quality model. The model is called Dromey’s Software Quality Model. All the above defined software quality models were derived based on either legacy software or object-oriented software.

Kumar et.al.,(2009), and I. Castillo et al., (2010). have proposed software quality model for AOSD and called it as Aspect-Oriented Software Quality Model (AOSQUAMO). It is a common system, based on UML conceptual model the Requirements, Aspects and Software Quality model. The model integrated some new characteristics/factors and sub-characteristics/sub-factors of AOSD in AOSQUAMO Model as a base ISO/IEC 9126 Quality Model and proposed a new quality model for Aspect-Oriented Programming Paradigm, and is called Aspect-Oriented Software Quality (AOSQ) Model.


Before considering the problems of identifying and analysing software quality parameters, we have to discuss what quality is. For the development of particular software it is necessary first to understand, define, and then prioritize the quality requirements of the end-users. During the software development, a group of users represents the customer who commissions the software product. Keeping in view the user requirements the aim
is to concentrate on timescale issues of quality parameters such as maintainability, reliability, and usability. Consistent with ISO 9126-1 (1998), quality is characterized as a set of characteristics and qualities of product or service that bear on its capacity to fulfill stated or inferred necessities. In the view of this definition, a product which does not meet functional requirements, or which is delivered late or which has a greater-than-agreed cost, has low quality. The fact that individuals disagree about “What Quality is” is an argument in itself for greater clarity in the definition of quality parameters and measures for a given software project (and user base), and in the longer term for the appearance of some quality standards.
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**Figure 1: Software quality system**

The classic quality models propose that quality can be decomposed into a hierarchy of quality parameters at different levels of abstraction. In Boehm’s “Quality Characteristics Tree” (Shackle,1986), the key quality characteristics are maintainability and utility. Maintainability can further be divided into such characteristics as modifiability, understandability, and testability, whereas utility can be further divided into reliability, efficiency, and human engineering. Further decomposition yields even more primitive characteristics, e.g., structuredness, completeness, conciseness, integrity, accuracy—which may be considered more amenable to measurement and analysis. Overall quality of the end product can be computed as a weighted function of the primitive characteristics, where the weightings depend on user requirements. While quality models provide much insight with regard to the parameters of quality and how these may be related, they do not adequately define them. Too much reliance is placed on common understandings of everyday language terms. In practice, much variation in interpretation occurs between different users of such models.

Different Software quality perspectives which can be measured are user view, as the quality of the final product; developer view as the quality of the intermediate products, end-user manager view, as the marketing requirements. The overall quality of the software system can be expressed by combining different views in our context, the user and developer views will be used. The refinement between two levels of quality characteristics: factors and criteria were done by Mc Call in (1977). The former can't be measured straightforwardly, while the later could be subjectively measured. On this groundwork, the McCall's model was further streamlined by ISO 9126-1, into the ISO 9126-1 quality model, now generally acknowledged in the state-of-the specialty of software product quality specification and proposed set of six autonomous high level quality attributes, which are characterized as a set of parameters of a software product. The quality of software product is depicted and assessed by the aforementioned quality characteristics which are utilized as the focuses for validation (external quality) and verification (internal quality) at the different phases of development. They are refined (Fig.2) into sub-characteristics, until the parameters or measurable properties are obtained.
To control and monitor software quality during the development process, the external quality requirements are translated into intermediate products, obtained from development activities. Depending on the stakeholder personal experience, the conversion and selection of the parameters is a non-trivial activity unless an organization provides an infrastructure to collect and to analyze previous experience on completed projects. The various quality parameters used for measuring are discussed in Table 1. The model should be adapted or customized to the specific application or product domain.

4. Quality Parameters
Software properties, like time efficiency and memory consumption, are often called as quality parameters and cover important aspects of software quality. Quality parameters can be measured by software developers to ensure that its software adheres to certain standards or customer requirements. Quality as per the IEEE Glossary of Software Engineering Terminology (1990) is the degree to which software meets user’s needs. Schneidewind (1995), states that a quality factor is an attribute of software that gives to its quality. Consistent with the aforementioned two definitions it might be stated that quality factors are parameters that clients need to find in the software and subsequently software quality components might be stated to be client or client oriented. It is contended that distinctive stakeholders have distinctive discernments about quality parameters. According to Gillies(1992), there are diverse perspectives of quality, which might conflict with one another.

<table>
<thead>
<tr>
<th>Type of View</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>The Transcendent view</td>
<td>The classical definition of quality meaning &quot;elegance&quot;.</td>
</tr>
<tr>
<td>The Product-based view/ The Economist's view</td>
<td>Higher quality equals higher cost.</td>
</tr>
<tr>
<td>The User-based view</td>
<td>It is meeting the users’ requirements and fitness for purpose.</td>
</tr>
<tr>
<td>The Manufacturing view</td>
<td>Measures quality in terms of conformance to requirements.</td>
</tr>
<tr>
<td>The Value-based view</td>
<td>Provide what the customer requires at a price they can afford.</td>
</tr>
</tbody>
</table>

Table 1: Different Views of Quality

Quality plays a vital role to achieving a competitive advantage, based on the notion of continuous improvement throughout the entire organization. Quality is intertwined with process management, human resources management, organizational characteristics, and strategic and technological approaches.

4.1 Identify quality parameters
Quality parameters can be assumptions, constraints or goals of organization. By analyzing the initial set of requirements, the potential quality parameters are identified. For example, if the owner of an ATM card holder presents his card for transaction of money automatically bank transfers are performed then security is an issue that the system needs to address. Another fundamental quality attribute is response time, that is an issue, when, an ATM card holder punches his/her ATM card at the ATM, the machine have to react in time so that the user of ATM can act according to the instructions and deliver required services. Other concerns are identified in a similar fashion: Multiuser System, Compatibility, Legal Issues, Correctness and availability. Quality parameters define global properties of a system usually these are only dealt with in the later stages of a software development process, such as design and implementation.
<table>
<thead>
<tr>
<th>Sr. No.</th>
<th>Attribute</th>
<th>Description</th>
<th>Variables effect Parameters</th>
<th>Category</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Conceptual Integrity</td>
<td>Conceptual integrity characterizes the consistency and rationality of the overall design</td>
<td>Design of Modules, components, coding style, variable name.</td>
<td>Design Qualities</td>
</tr>
<tr>
<td>2</td>
<td>Maintainability</td>
<td>Maintainability is the capability of the system to experience changes with a degree of ease. The aforementioned progressions could sway parts, utilities, characteristics, and interfaces.</td>
<td>Services, Features and interfaces. when adding or changing the functionality, fixing errors, and meeting new business requirements</td>
<td>Design Qualities</td>
</tr>
<tr>
<td>3</td>
<td>Reusability</td>
<td>Reusability outlines the ability for segments and subsystems to be suitable for utilization in different provisions and in different situations. Reusability minimizes the duplication of segments and additionally the execution time.</td>
<td>Components, time</td>
<td>Design Qualities</td>
</tr>
<tr>
<td>4</td>
<td>Availability</td>
<td>Availability outlines the extent of time that the system is useful and working.</td>
<td></td>
<td>Run-time Qualities</td>
</tr>
<tr>
<td>5</td>
<td>Interoperability</td>
<td>Interoperability is the capability of a system or distinctive systems to work successfully by corresponding and trading informative content with other outside systems composed and run by external parties. An interoperable system makes it less demanding to trade and reuse informative content internally and externally.</td>
<td>information, external system, communication</td>
<td>Run-time Qualities</td>
</tr>
<tr>
<td>6</td>
<td>Manageability</td>
<td>Manageability demarcates how simple it is for system managers to supervise the provision, generally through sufficient and useful instrumentation uncovered for utilization in screening systems.</td>
<td>Debugging and performance tuning</td>
<td>Run-time Qualities</td>
</tr>
<tr>
<td>7</td>
<td>Performance</td>
<td>Performance is a sign of the responsiveness of a system to execute any activity within a given time interim. It might be measured regarding idleness or throughput.</td>
<td>No. of events, time</td>
<td>Run-time Qualities</td>
</tr>
<tr>
<td>Sr. No.</td>
<td>Attribute</td>
<td>Description</td>
<td>Variables effect Parameters</td>
<td>Category</td>
</tr>
<tr>
<td>--------</td>
<td>-----------</td>
<td>-------------</td>
<td>-----------------------------</td>
<td>----------</td>
</tr>
<tr>
<td>8</td>
<td>Reliability</td>
<td>Reliability is the capacity of a system to remain operational as time goes on. Reliability is measured as the likelihood that a system won't fail to perform its planned capacities over a specified time interval.</td>
<td>Time, function</td>
<td>Run-time Qualities</td>
</tr>
<tr>
<td>9</td>
<td>Scalability</td>
<td>Scalability is capability of a system to either handle increase in burden without effect on the performance of the system, or the capacity to be promptly developed.</td>
<td>System load</td>
<td>Run-time Qualities</td>
</tr>
<tr>
<td>10</td>
<td>Security</td>
<td>Security is the capacity of a system to counteract vindictive or incidental movements outside of the planned use, and to avoid exposure or misfortune of informative data.</td>
<td>Malicious attacks, accidental actions, loss of information</td>
<td>Run-time Qualities</td>
</tr>
<tr>
<td>11</td>
<td>Supportability</td>
<td>Supportability is the capacity of the system to furnish qualified information accommodating for distinguishing and determining issues when it cannot work accurately.</td>
<td>Information</td>
<td>System Qualities</td>
</tr>
<tr>
<td>12</td>
<td>Testability</td>
<td>Testability is a measure of how straightforward it is to make test criteria for the system and its parts, and to execute the aforementioned tests with a specific end goal to verify if the criteria are met.</td>
<td>Faults, components</td>
<td>System Qualities</td>
</tr>
<tr>
<td>13</td>
<td>Usability</td>
<td>Usability outlines how well the provision meets the necessities of the client and customer</td>
<td>Changing user requirements</td>
<td>User Qualities</td>
</tr>
</tbody>
</table>

Table 2: The different quality parameters and their classification

4.2 Analysis of Quality Parameters
Measuring quality in the beginning of software development is the key to develop high quality software. There must be a way to assess software quality as early as possible in the development cycle. The factors that affect software quality can be categorized in two broad groups:
1. Factors that can be directly measured (e.g. defects recovered during testing) and
2. Factors that can be indirectly measured (e.g. usability or maintainability)
McCall proposed a suitable order of factors that influence software quality as indicated in figure 3.
It is evident from the figure that during various phases of software development various quality parameters and sub-parameters affect the quality of the software. During the product operation phase correctness, reliability, usability, integrity and efficiency play important role in the quality of the software product where as in product transition phase quality is affected by interoperability, portability and usability. In product revision phase maintainability, flexibility and testability are important factors of the software product. In this phase the product is tested for errors and it is closely observed whether it is maintainable and flexible. As far as the quality of the software is concerned it is affected by its parameters and sub-parameters such as functionality, usability, reliability, portability, supportability. Usability of the software is related to number of error messages and the length of the user manual that is lesser the numbers of errors greater will be its usability whereas portability is size of the program measured in LOC (Line of code) and number of parameters. Reliability is affected by LOC, cyclomatic complexity and number of error messages portability, and usability are interrelated more is the portability more will be its usability which will enhance the reliability and increases the functionality of the software system and leads to the development of the quality software.

5. Conclusion
During the study it is observed that quality parameters and sub-parameters play a very important role in the development of the quality software system. Quality of software is affected by number of parameters for example conceptual integrity is influenced by variable name, coding style whereas availability is affected by malicious attacks, system load etc. The various existing quality parameters are identified, discussed and analyzed and it is seen that reliability, portability and usability are closely related to each other. As far as the maintainability of the software system is concerned it is directly proportional to the amount of re-work.
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